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Abstract. Generating a massive terrain in a 3D game can be exhaustive and costly. Artists as the creator of 

the content, are required to collaborate with the game designers and testers to be able to create a high quality 

and playable terrain. Hence, it is important to create a system that allows involving parties to collaborate 

efficiently. In this paper, we propose a software architecture that allows clients to collaborate in real-time to 

create a 3D terrain. The system allows multiple users using multiple devices to work on a single content 

concurrently.  Our architecture uses web technologies such as WebGL and WebSocket to allow the solution 

to be ran on any devices with modern browsers. We present the functional feature and technological aspect of 

the future developed application. 
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1. Introduction 

Modern 3D games most of the time require a 3D world as part of its content. Some games may even 

need a massive, detailed, and playable 3D world to increase the quality of the gameplay. In modern game 

industry, generating this type of content can be costly and time consuming.  Using modern 3D tools may 

help the creation process but there are some limitations that can not be achieved by using these tools.  

In 3D world, the world can be defined as a terrain to define the base of the character. Since it is mostly 

massive and wide, the cost of generating 3D terrain is high. Flight-based games such as Flight Simulator and 

Ace Combat series may require a massive, non-repetitive terrain model. Generating such content using only 

conventional 3D tools may require a lot of time. Moreover, creating a playable terrain will require additional 

process. While the creation process depends heavily on artist, it is important to have the created content 

tested by the designers or tester before it is installed in the game. Hence, it is important for all the involved 

parties to collaborate during the creation process. Furthermore, most of the tools used in the process does not 

allow multiple clients with multiple roles to work on an object. This condition creates a process where a 

content has to be created and tested repeatedly before artists and designers/testers agree the map is aesthetic 

and playable. [1] shows how common content creation in 3D games is created.  

In this paper, we propose an application architecture that introduces a new workflow in for terrain 

creation process. The proposed system allows multiple clients using multiple devices to collaborate in real 

time. Our objective is to design a system that allows multiple clients to edit and test a map concurrently. The 

scope of this paper is to present the architecture, related technology, and workflow of the system.   

1.1. Requirement 

The objective of the system is to create and render a 3D terrain. Hence, it must the capability of 

rendering 3D objects.  The other requirement is the system must allow multiple clients to work on a single 
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object. Consequently, our design must include a network/communication protocol to keep the content 

consistent among all clients. 

As previously described, our current development plan is to allow artist to edit the map and game 

designer/tester to test it by performing a walkthrough through the map. Hence, our application is required to 

have two interface; editing mode and testing mode. And the last objective is to allow multiple platforms to 

run the application. To achieve this requirement, we decided to create a web based application.  

1.2. Related Works 

There are multiple 3D content creation applications available on the market. 3D Studio max, Autodesk 

Maya, and Blender are three of the most famous 3D application used in the industry. Some applications such 

as TerraGen and World Machine are built specifically to generate 3D terrain content. In common game 

development process, the content created by the previously described software will be imported to the game 

engine such as Unity, Unreal Engine, and CryEngine. Upon installation, a game tester or game designer will 

test the game and decides whether the content is playable or not. While all of these applications already have 

an optimized solution to increase the speed of the development process, there are a lots of improvement 

needed to create a more effective collaboration between multiple clients.  

The introduction of WebGL [2] brought a wide opportunity to render 3D content on web application 

development. The capability and support on 3D rendering on the web is one of the most promising feature. A 

survey performed by Evans et. al. [3] shows that while the performance of 3D rendering on the web has been 

inferior compared to native 3D application, it is still considered as one of the best option to have a cross 

platform 3D rendering. [4] has developed a WebGL based application to create a 3D world based on ITS 

Campus in Surabaya Indonesia. [5] proposed a 3D web based online shopping to create a more immersive 

interaction between the prospective buyer and the objects on the store.  Another interesting research has been 

done by Gulobovic et. al. [6] and Kim et. al. [7]. These two researches built a WebGL based mobile 

applications and shows how this technology can be ran on both desktop computer and smartphones. 

While the web technologies are mostly built for a client-server type of application, it is possible to 

perform a client-to-client web application. The recently introduced WebSocket [8] allows developer to create 

a client-to-client communication protocol. [9] is an example of WebSocket implementation that uses this 

technology to perform a new compressed data transfer between clients.  

These web technologies allow a more complex web application development. [10] proposed a 

framework that can be used a foundation to build an 3D online games. [11] is an implementation of WebGL 

to show biology-related 3D data while [12] introduced a new way to introduce mathematics formula by using 

WebGL to visualize the content on a web based application. 

2. Application Architecture 

In this section, we introduce the overall architecture of the proposed application. We built this design 

based on the previously described requirements and in regards with the recent technology and previous 

related works on the technology. 

2.1. System Design 

Based on our current requirement, the program will have two type of interface; editor and tester. User 

can freely change the mode in the application. In editor mode, users perform map editing by painting a 2D 

image which will be used as a height field [13]. The application allows users to paint a 2D image which 

represent the height field of the 3D terrain model. Similar to a traditional paint application, user may edit and 

change the height of the map by manipulating the pixel of the 2D image. Switching the application to a tester 

mode allows user to perform a walkthrough through the map and interact directly to it. User will able to 

perform a basic movement (forward, backwards, left, and right). Other features such as gravitation and game 

mechanics will be added in the future. 

2.2. Communication Protocol 
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The proposed application uses WebSocket as a communication standard between client. Since we allow 

multiple clients to edit a single content, we have to create a communication protocol to guarantee the data 

consistency amongst client. [14] introduces an interesting research regarding consistency maintenance 

protocol in collaborative graphics editing systems. Based on these research, we built our own protocol for 

our application. Our proposed protocol consists of three steps; initialization, editing process, and serialization.  

Figure 1 illustrates the collaboration initialization process. The initialization defines the beginning of the 

collaboration process when a user sends a request to edit a map in the map server. If there is no collaboration 

process on the requested map, the server will set the client as the map's server and store its IP address in the 

database. If a new client request for the same map, the server will send the map's server IP address and the 

client will collaborate with the map's server during the terrain creation process. 

 

During the collaboration process, one client will act as a Map Server. Any changes made by one of the 

client is sent to the server before it is applied on the content. The server will then sort the changes and sent 

them to all collaborating clients. To avoid inconsistency in editing sequences, a sequence number will be 

assigned in each changes. This process is done by the map's server. Should a client missed a sequence during 

the editing process, it may request the server to resend the missing sequence. This case is quite common in 

an unstable network environment. Figure 2 illustrates the previously described data synchronization process. 

 
Fig. 2: Data Synchronization Process Diagram 

The collaboration session is ended when the server exits the session. When this happened, the remaining 

clients will also quit the session. If those clients decided to continue to work on the map, they have to create 

a new session and the first user that reached the server will act as the new map server. 

3. Terrain Generation 

The objective of this application is to generate a 3D terrain based on user's input. As previously stated, 

our system generate the terrain based on 2D image created and modified by user(s).  However, creating a 2D 

image that able to represent an aesthetic 3D terrain can be a complicated task. A terrain may consist of many 

details such as random height changes. Drawing those details may be time consuming especially using a 

traditional computer input such as mouse.  

To solve this problem, we decided to support the content creation by using an implementation of 

procedural generated terrain. There are many researches focusing in creating a new and more effective 

method on procedural generation content. [15], [16], and [17] are examples of generating a specific content, 

such as canyons and mountains, using procedural method. [18] introduced Charack, a real time procedurally 

generated world able to create a pseudo infinite virtual worlds. [19] and [20] introduced a new way to 

generate content based on gameplay and current story which in results may offer a new map based on the 

game progress and enrich the user's experience [21] proposed an interesting concept to create a procedurally 

generated terrain based on a simple 2D image. The algorithm proposed on this paper allows user to use a 2D 
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images as a base reference for the algorithm to create a terrain. The algorithm will then generate noises to 

make the terrain more aesthetic. Another interesting work regarding procedural generated terrain has been 

done by Patel et. al. [22]. Similar to the previous work, this work can also generate a terrain based on an 2D 

image as a reference and has been used in one of his web based game. 

 
Fig. 3: 3D Terrain based on a sketched half-life symbol (a) user sketch used as a base reference, (b) Mount Vermon, (c) 

Synthesis result, (d) Rendered Terrain. Image courtesy of Zhou et. al. [21]  

 
Fig. 4: The Current Prototyping Development Process (Left) compared to the proposed Development Process (Right) 

Figure 4 above illustrates the comparison between the conventional workflow to our proposed workflow. 

While the difference is minor, the affect to the development process can be significant. Reducing 

communication process between designer and tester may increase the speed of the development process. 

Moreover, involving game designer in early stage of the creation process may increase the gameplay quality 

of the content. 

4. Collaborative Workflow 

Our primary objective is to change the current workflow of content generation, especially in creating 3D 

terrain development. By allowing multiple devices to work concurrently, we are able redefine the creation 

process. Content creator (such as artist) are now able to work in parallel with designers and testers. 

The most common software development paradigm used in modern game development is prototyping 

[23]. Essentially, this paradigm requires an iterative process of creating and refining the product. Creators 

repetitively build a smaller but working version of the product and tester evaluate the result. Based on the 

feedback from the tester, creators refine the product and expanse the prototype. This concept is commonly 

used in software development since it allows developers to visualize the end product at earlier stage.  
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However, this paradigm has an issue regarding the time consumption. The iteration between creators and 

testers requires additional time before both party can agree on a result. The form of communication and the 

flow of iteration affect the time significantly. Our system offers a new way of performing the iteration which 

minimizes the communication between two parties. By allowing both party to work concurrently, 

tester/designer may evaluate the product during the creation process. Hence, it might reduce the 

disagreement at the end of the process. 

5. Conclusion and Future Work 

The objective of this paper is to present the architecture of our collaborative terrain generator. We 

decided to create a web based application to allow various devices to run the application. The system itself 

will use the currently available web technologies such as WebGL as a 3D rendering library and WebSocket 

as an inter device communication. We have made a design regarding the communication protocol and the 

terrain rendering and collect related works as future references. 

The next step of this research is to implement the system and create the application based on the current 

design. While the current design only specifies the ability to create a terrain, we would also like to expand 

the functionality so the system can be used to create a full 3D worlds and the objects on it (such as vegetation, 

rocks, and water). To measure how our system may affect the game development process, we are planning to 

have the end product to be used as a tool in game industry and observe the impact on game development 

lifecycle. 
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